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Abstract
As Large Language Models (LLMs) continue to evolve, practitioners
face increasing options for enhancing inference-time performance
without model retraining, including budget tuning and multi-step
techniques like self-reflection. While these methods improve output
quality, they create complex trade-offs among accuracy, cost, and
latency that remain poorly understood across different domains.
This paper systematically compares self-reflection and budget tun-
ing across mathematical reasoning, text-to-SQL generation, senti-
ment classification, and translation tasks. We evaluate prominent
LLMs from the Amazon Nova and Anthropic Claude families under
varying reflection depths and compute budgets to derive Pareto-
optimal performance frontiers. Our analysis reveals substantial
domain-dependent variation in self-reflection effectiveness – with
performance gains up to 220% in mathematical reasoning but mixed
or negative effects in translation and SQL tasks. We further investi-
gate how reflection round depth and feedback mechanism quality
influence performance across model families. Additionally, our
findings were validated through a real-world case study at Lounge
by Zalando, where self-reflection showed market-dependent effec-
tiveness, reinforcing the importance of domain-specific evaluation
when deploying these techniques. Our results provide actionable
guidance for selecting optimal inference strategies given specific
domains and resource constraints.
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1 Introduction
Recent advances in large language models (LLMs) introduced meth-
ods to enhance inference-time performance by dynamically adapt-
ing sampling procedures on a per-input basis [20]. These approaches
allow LLMs to achieve improved results without retraining, offering
users fine-grained control over inference-time behavior based on
task difficulty, available budget, and latency requirements.

Two established approaches for adjusting inference-time re-
sources are multi-step inference and budget tuning. Budget tuning,
available for select LLMs such as Anthropic Claude 3.7 Sonnet and
OpenAI o1, enables users to configure inference parameters like
maximum thinking tokens or reasoning tiers (e.g., low or high),
allocating greater computational effort to more challenging in-
puts. Multi-step approaches such as self-reflection [17] are model-
agnostic and involve directly prompting a model to revise its initial
responses through sequential follow-up calls to the model.

Prior work demonstrates that self-reflection improves LLM per-
formance in tasks with clearly defined evaluation criteria [17] and
structured domains with informative feedback signals, such as pro-
gramming or math [4]. For instance, executing generated code
and providing the outputs back to the LLM as context creates con-
crete feedback signals for accurate self-reflection. However, many
real-world tasks such as translation or classification involve more
ambiguous objectives and weaker feedback signals. The effective-
ness of self-reflection on such tasks remains underexplored, making
it unclear whether additional computation consistently yields per-
formance gains across diverse domains.

The rapid expansion of LLMs across diverse providers, model
sizes, and supported inference regimes has created a fragmented
landscape, introducing significant uncertainty for practitioners. For
example, when selecting a model and inference configuration under
given resource constraints, users often cannot determine whether
employing a smaller model with advanced inference strategies
might achieve desired accuracy more cost-effectively than adopting
a larger LLM without such optimizations.

This paper makes two primary contributions. First, we bench-
mark self-reflection and budget tuning across multiple LLMs and
application domains including mathematical reasoning, text-to-SQL
generation, sentiment classification, and translation. The derived
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Pareto-optimal frontiers illustrate accuracy-latency trade-offs of
different strategies and provide actionable recommendations for
selecting a suitable inference method based on domain-specific
requirements, resource constraints, and the base model. Second,
we analyze self-reflection trajectories across different LLMs and
feedback mechanisms, revealing how reflection depth and feedback
quality critically influence self-reflection performance. To the best
of our knowledge, this work presents the first direct performance
comparison between these two approaches.

2 Related Work
2.1 Inference-Time Compute
LLMs such as Anthropic’s Claude family [2] have been increasing in
size over recent years, which has brought profound improvements
in performance across a wide range of applications while simul-
taneously increasing training time and compute requirements [8].
Inference-time compute optimization techniques avoid modifying
the pre-trained model and instead enable dynamic allocation of
computational resources depending on the specific requirements
of each input. This offers the ability to tune performance according
to task demands, scaling performance at inference time [20].

One of the prominent inference optimization approaches is self-
reflection [17], which performs sequential follow-up calls to the
LLM, allowing it to revise its initial responses. Other studies have ex-
plored drawing parallel samples from a language model and imple-
menting more sophisticated sampling and verification procedures
such as tree-of-thoughts [23] and graph-of-thoughts [3]. Recent
work has also leveraged techniques such as temporary fine-tuning
[1] and nearest neighbour retrieval-based fine-tuning [9] where
model’s parameters are temporarily updated during inference.

In this paper, we explore the trade-offs between two established
inference strategies: model-agnostic self-reflection [17] and built-
in reasoning capabilities exposed through some model provider
APIs. Our goal is to provide insights for practitioners who lack the
resources to conduct large-scale per-sample fine-tuning or complex
multi-step inference processes with intricate feedback loops.

2.2 LLM Post-Training
Another area of research aimed at enhancing reasoning capabilities
of LLMs is the use of reinforcement learning on specialised reason-
ing datasets. These approaches implement reinforcement learning
with access to either outcome supervision [21, 22], step-by-step
process supervision [14, 19] or LLM-driven feedback mechanisms
[12].

Reasoning models are commonly deployed via API interfaces
with configuration settings that allow users to adjust computational
resources allocated per sample (e.g. Anthropic Claude 3.7 Sonnet
thinking tokens budget). Crucially, the reasoning in these models
happens as internal processing tokens, and discrete proposed solu-
tions are not, to our knowledge, validated using external feedback
during generation.

2.3 LLM Evaluation
As LLMs have become more capable and businesses increasingly
incorporate them into their products and services, robust evaluation
frameworks have become essential. Various evaluation platforms

exist across different domains, such as HELM [13] and Chatbot
Arena [5], where models undergo evaluation and receive automated
or human feedback scores depending on the task and domain.

While these platforms provide standardised evaluation of dif-
ferent LLMs, including base models and fine-tuned or quantised
variants, there is a lack of comparable evaluation frameworks for
inference techniques. This gap makes it challenging for practition-
ers to understand and navigate trade-offs when combining LLMs
with various inference-time compute methods. Throughout our
experimentation, we demonstrate these trade-offs across model
families, task domains, and inference budgets.

3 Experimental Setup
3.1 Datasets
We perform experiments across four distinct domains using estab-
lished benchmarks:

• Flores-200 (Translation) [6]:Multilingual translation bench-
mark spanning 200 languages, allowing assessment of cross-
lingual capabilities.

• Math500 (Mathematical reasoning) [15]: Dataset con-
taining 500 problems across algebra, arithmetic, and word
problems, testing symbolic manipulation and logical reason-
ing.

• Spider (Text-to-SQL) [24]: Complex text-to-SQL task in-
volving 200 databases with multiple tables, evaluating struc-
tured SQL query generation capabilities.

• IMDB Reviews (Sentiment analysis) [16]: Binary sen-
timent classification dataset on movie reviews, assessing
natural language classification performance.

The diverse set of tasks allows us to evaluate structured mathe-
matical and programming reasoning (Math500, Spider) and natural
language understanding (Flores-200, IMDB) capabilities. Due to
resource constraints, we use a subset of each dataset for evaluation.
For Spider, we use tasks from 5 databases (voter_1, battle_death, mu-
seum_visits, employee_hire_evaluation, orchestra). For Flores-200,
we sample 200 examples across 15 language pairs to ensure cross-
linguistic variation (English to Arabic, German, Spanish, French, He-
brew, Hindi, Italian, Japanese, Korean, Dutch, Portuguese, Russian,
Turkish, Chinese, Polish). For IMDB and Math500, we randomly
sample 100 examples.

3.2 Models and Inference Techniques
We compare performance across 7 model variants from 2 providers:

• Amazon Nova (Premier, Pro, Micro, Lite [10])
• Anthropic Claude (Sonnet 3.7, Sonnet 3.5 v2, Haiku 3.5 [2]).

For inference, we employ self-reflection across all LLMs using 0,
1, and 3 reflection rounds. Self-reflection is implemented through
repeated model invocations, where at the end of each round we
prompt the model to reflect on its response and update it if neces-
sary. This implementation of self-reflection does not take advantage
of any prompt caching [7] mechanisms, processing the full con-
versation history with each round of reflection. It’s worth noting
that, based on our understanding of the budget tuning implementa-
tions, self-reflection would uniquely benefit from prompt caching
resulting in 10x potential reductions in cost and latency.
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On the text-to-SQL task, we also compare 2 feedback mecha-
nisms, which provide additional context before each self-reflection
round. For Claude 3.7, we additionally utilize the built-in reasoning
mode by defining 2 thinking budgets (4096 tokens and 1024 tokens).
We refer to these thinking budgets as high and low, respectively.

We run experiments using Amazon Bedrock, maintaining default
temperature and inference parameters associated with each model
to ensure fair comparison. The cost per input/output token are
recorded as of 02/05/2025, assuming on-demand pricing. Latency is
measured as the total elapsed time between the prompt input and
the completion of the full response. Prompts used for each of the 4
domains, as well as for self-reflection and feedback mechanisms,
are available in the Appendix.

3.3 Evaluation Metrics
We employ task-specific metrics for each dataset to evaluate LLM
performance. For translation (Flores-200), we use METEOR [11],
which accounts for both precision and recall while handling syn-
onyms and paraphrases. Sentiment analysis quality (IMDB) is as-
sessed using classification accuracy on the binary prediction task.
Spider and Math500 use additional verification procedures.

For Math500, we evaluate accuracy through normalized compar-
ison and symbolic verification. We use string matching on normal-
ized and cleaned LaTeX expressions, followed by symbolic equiva-
lence checking with SymPy [18] to identify mathematically equiva-
lent answers even when expressed differently. For Spider, we assess
both exact matches and functional equivalence by executing SQL
queries, discarding failures, and comparing normalized result tables
against ground truth. When exact row matches are not found, we
calculate partial credit based on matching cell values.

4 Results
This section overviews empirical results. For each dataset, we illus-
trate the percentage change in accuracy relative to zero reflections
for each model, highlighting improvements for each configura-
tion. Next, we construct Pareto-optimal frontiers showing accuracy-
latency trade-off when employing inference strategies and provide
cost information for each model and strategy combination. In Sec-
tion 5, we dive deeper on how performance of self-reflection is
affected by different factors.

4.1 Mathematical Reasoning (Math500)
As depicted on Figure 1(a), all LLMs benefit from self-reflection.
Amazon Nova Micro shows the largest gains, with accuracy improv-
ing by approximately 220% with 1 reflection and maintaining this
improvement after 3 reflections. This suggests that Amazon Nova
Micro’s base mathematical reasoning capabilities are significantly
enhanced through iterative self-correction. Similarly, Amazon Nova
Lite and Pro show substantial improvements of approximately 100-
130% with reflection, indicating that smaller models in the Amazon
Nova family particularly benefit from reflection in mathematical
reasoning.

In contrast, Amazon Nova Premier and Claude LLMs exhibit
more modest but consistent improvements from reflection. Sonnet
3.7 shows approximately a 16% increase in accuracy with 1 and 20%

with 3 reflections. Sonnet 3.5 v2 and Haiku 3.5 demonstrate simi-
lar patterns with gains of 13% and 9%, respectively. These results
suggest that while Claude models benefit from reflection in mathe-
matical tasks, their initial performance is already strong, resulting
in less dramatic relative improvements.

(a) Relative Self-Reflection Gains

(b) Accuracy-Latency Pareto Frontiers

Figure 1: Inference-Time Techniques Performance (Math500)

Figure 1(b) provides the absolute accuracy measurements across
model configurations. Overall, Sonnet 3.7 demonstrates superior
mathematical reasoning capabilities, starting with a baseline accu-
racy of 74% without reflection and improving to 86% with 1 and
88% with 3 reflections. Amazon Nova Micro starts with at just 22%
accuracy without reflection (omitted from the plot) but jumps to
71% accuracy with 1 and 72% with 3 reflections. This pattern is
similar for other Amazon Nova and Claude LLMs and suggests that
for mathematical reasoning, a single well-implemented reflection
round captures most of the potential performance benefit, with
diminishing returns for additional rounds.

The Pareto frontier for the Claude family offers a rich selection
in the accuracy-latency space, ranging from Haiku 3.5 with no
reflections that offers 64% accuracy at $0.0015 per example and
latency of 7.51 seconds, up to Sonnet 3.7 with a high thinking
budget, which reaches 93% accuracy at $0.0224 and 27.88 seconds
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latency. At the same time, Sonnet 3.7 with a low thinking budget
is dominated by Sonnet 3.7 with 1 self-reflection, which reaches a
higher accuracy at the same latency. Considering the Amazon Nova
family, we observe that Amazon NovaMicro with 1 and 3 reflections
dominate Haiku 3.5 and Sonnet 3.5 in low-latency space but can
not reach the same accuracy as higher-end Claude models even
with self-reflection. This implies that practitioners should consider
Amazon Nova Micro with self-reflection under strict cost/latency
constraints and switch to Sonnet 3.7 with high reasoning for the
best performance.

4.2 Text-to-SQL (Spider)
In contrast to Math500, in text-to-SQL generation Sonnet 3.7 is
the only model to show consistent and limited improvements with
additional reflections, gaining 2.3% accuracy with 1 round and a
5.6% gain with 3 rounds. Most other LLMs show mixed or negative
responses to self-reflection. Sonnet 3.5 v2 demonstrates the most
pronounced quality degradation, with accuracy declining by ap-
proximately 4.8% with 1 and reflection rounds. Similarly, Amazon
Nova Pro and Haiku 3.5 show noticeable performance decreases
with added reflection rounds.

(a) Relative Self-Reflection Gains

(b) Accuracy-Latency Pareto Frontiers

Figure 2: Inference-Time Techniques Performance (Spider)

Amazon Nova Micro is the only model besides Sonnet 3.7 show-
ing positive outcomes with additional reflections. It maintains neu-
tral performance with one reflection round and achieves a 2.2%
accuracy improvement with 3 reflections. Amazon Nova Lite dis-
plays an inconsistent pattern, with a slight improvement (1.5%) at 1
reflection but declining by 1.5% with 3 rounds. Overall, these results
suggest that self-reflection is less useful in domains like text-to-SQL,
where revising the generated query without any additional context
may mislead LLMs to change previously correct SQL queries.

The Amazon Nova Pareto frontier on Figure 2(b) represents opti-
mal configurations for lower-latency applications. Overall, Amazon
Nova models consistently outperform Claude LLMs, with 2 Amazon
Nova Lite variants dominating all Claude counterparts. Amazon
Nova Lite with 1 reflection achieves the highest absolute accuracy
(74%) with approximately 3-second latency, while Amazon Nova
Micro with 0 reflections offers the fastest and cheapest option to
reach 68% accuracy. The Claude frontier represents a different set
of trade-offs, with Sonnet 3.7 using 3 reflections achieving 71% ac-
curacy but at a substantially higher latency (>35 seconds) and cost.
Interestingly, built-in reasoning modes with both budget sizes fall
behind the model variant with 3 reflections in terms of the accuracy,
but are available at a lower latency and cost.

These results highlight the importance of model-specific opti-
mization strategies for SQL tasks, with Amazon Nova models gener-
ally performing best with minimal reflection, while Claude Sonnet
3.7 uniquely benefits from both reflection and built-in reasoning
despite the increased latency and cost.

4.3 Sentiment Classification (IMDB)
On sentiment analysis, Figure 3(a) clearly illustrates the positive im-
pact of self-reflection on the accuracy across the LLMs. For the most
models, adding reflection rounds improves accuracy, though with
diminishing returns after the 1st reflection. Amazon Nova Micro
shows the highest relative improvement from 0 to 1 reflections (85%
to 95% accuracy), while maintaining similar latency to 0 reflections
of Sonnet 3.7 (1.56 vs 1.06) and similar resulting accuracy (95% vs
95.7%) at 1/18th of the cost. Amazon Nova Pro and Premier are the
only models whose accuracy is not affected by reflection.

As depicted on Figure 3(b), for applications requiring the highest
possible accuracy, Sonnet 3.5 without reflection or Sonnet 3.7 with
1 reflection round offer the best performance. Built-in reasoning in
Claude 3.7 performs similar to 1 round of self-reflection regardless of
the thinking budget, but introduces higher latency and cost, making
these configurations less attractive. For cost-sensitive deployments
with moderate latency requirements, Amazon Nova Premier with
0 reflections presents a good compromise. Interestingly, Amazon
Nova Micro with 3 reflections is able to reach a higher accuracy
compared to Amazon Nova Premier, but results in a substantially
higher overall latency and a marginally higher cost.

The results indicate that despite the ambiguity of the sentiment
analysis task, LLMs consistently benefit from self-reflection in this
domain. At the same time, the average gains are one order of mag-
nitude smaller compared to mathematical reasoning, which makes
inference-time techniques less attractive in terms of the cost-latency
implications that may outweigh the accuracy gains.
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(a) Relative Self-Reflection Gains

(b) Accuracy-Latency Pareto Frontiers

Figure 3: Inference-Time Techniques Performance (IMDB)

4.4 Translation (Flores-200)
Figure 4(a) highlights distinct divergence in translation perfor-
mance patterns across model families. Claude models generally
demonstrate enhanced performance after reflection. In contrast, all
Amazon Nova models except Amazon Nova Premier exhibit an in-
verse trend, where incorporating 1 reflection diminishes translation
accuracy. Despite some recovery when increasing from 1 to 3 reflec-
tion rounds, Amazon Nova Micro, Lite an Pro still under-perform
compared to their baseline configurations with 0 reflections. This
implies that using self-reflection for Amazon Nova LLMs in trans-
lation tasks is not recommended.

Figure 4(b) suggests that Amazon Nova models dominate all
considered Claude models in the latency-accuracy space. Amazon
Nova Pro reaches higher accuracy when all Claude variants at a
lower latency compared to Haiku 3.5. Furthermore, Amazon Nova
Premier with a different number of reflections provides a further
marginal gain in translation accuracy, but brings a substantial la-
tency increase. This suggests that Amazon Nova models perform
particularly well in translation tasks, with an important caveat that
integrating self-reflection for smaller variants hurts their perfor-
mance. Focusing on Claude family, we note that Sonnet 3.7 built-in

(a) Relative Self-Reflection Gains

(b) Accuracy-Latency Pareto Frontiers

Figure 4: Inference-Time Techniques Performance (Flores-
200)

reasoning with a high thinking budget achieves the best METEOR
score among Claude models, outperforming low thinking budget,
self-reflections, and other Claude variants.

5 Ablation Studies
5.1 Reflection Transitions
Figure 5 illustrates how LLM performance evolves throughout mul-
tiple self-reflection rounds. We focus on mathematical reasoning,
which proves to benefit most from reflection and showcase results
for 2 LLMs from different model families with distinct performance
patterns: Claude Sonnet 3.5 and Amazon Nova Micro. Results for
other models are provided in the Appendix.

Claude Sonnet 3.5 v2 demonstrates superior initial accuracy at
68% compared to Amazon Nova Micro’s 30%. Through 3 reflection
stages, Sonnet 3.5 shows consistent incremental improvements,
ultimately reaching 74% accuracy. Interestingly, while the first re-
flection does not change Sonnet’s accuracy, each subsequent round
successfully corrects a portion of initially incorrect responses. In
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(a) Claude Sonnet 3.5 v2

(b) Amazon Nova Micro

Figure 5: Error Distributions Across Self-Reflection Steps
(Math500)

contrast, Amazon NovaMicro exhibits a dramatic improvement dur-
ing the first reflection, jumping to 64% accuracy after successfully
correcting 48.6% of its initial errors.

However, AmazonNova’s performance plateaus thereafter, show-
ing no further improvement in subsequent reflection stages. An-
other notable pattern across both LLMs is their perfect preservation
of initially correct responses throughout all reflection rounds. These
findings suggest that smaller models like Amazon Nova Micro have
considerable capacity for initial self-correction, whereas more capa-
ble LLMs like Claude 3.5 Sonnet v2 have both stronger foundational
performance and greater potential for continuous improvement
through iterative reflection rounds.

5.2 Reflection Feedback
Table 1 investigates if providing informative feedback to the LLM
between self-reflection rounds facilitates stronger accuracy gains.
We focus on text-to-SQL and compare 2 feedback mechanisms as
LLM context: i) output of SQL query execution; ii) LLM-as-a-judge
response with Amazon Nova Pro judge.

The results reveal no clearly dominating feedback strategy. On
average, incorporating feedback mechanisms improves reflection
quality in 61% of cases, confirming that additional feedback can be
beneficial. However, model families respond differently to feedback
types: Amazon Nova generally performs better with LLM-as-judge
feedback or no feedback at all, while Claude shows higher accuracy
with SQL execution feedback. This may be partly explained by the
fact that Amazon Nova Pro judge is not able to provide stronger
feedback to Claude models compared to their own reasoning, which
may risk getting them off track. These findings emphasize the im-
portance of identifying optimal configurations for specific business

applications by accounting for resource constraints, the particular
LLM being used, and the task domain. Throughout our experiments,
we consistently find that no single inference optimization strategy
proves universally effective across the diverse range of scenarios
we tested.

5.3 Prompt Caching
Prompt caching, as described generally in [7], is a set of techniques
for caching computed model states so they can be re-used over
future invocations of an LLM. Amazon Bedrock has released a
prompt caching feature which allows users to set cached check-
points during their conversation history and then save on the cost
of recomputing these past messages. This capability is often used
to cache very long initial system prompts or initial context which
is used across multiple interactions with the LLM. Additionally, our
results such as Figure 3 have shown that while self-reflection can
bring improved performance, the additional cost and latency can
hurt the feasibility of integrating these techniques.

Self-reflection, as we have defined in the earlier sections, has the
potential to benefit from the prompt caching approach as we are
frequently asking the model to reflect on past messages and revise
the response. This is different to reasoning models such as Claude
Sonnet 3.7, as their thought process is typically contained within
the internal thinking tokens and not explicitly defined as sequences
of messages in a conversation chain, preventing the use of prompt
caching features available in Amazon Bedrock.

To analyse this trade-off further, we explore the differences in
cost and latency across multiple rounds of self-reflection with and
without leveraging the prompt caching feature in Amazon Bedrock.
Figure 6 shows the cost and latency for a typical sequence of self-
reflection rounds, with the model prompted to solve a Text-to-SQL
question using an initial prompt size of approximately 1,000 tokens.
Interestingly, Figure 6a shows that prompt caching combined with
self-reflection has minimal benefits in terms of reducing the latency.
We hypothesise that this could be due to the additional overhead
of reading from cache databases being approximately equal to the
latency required to generate the relatively minimal 100’s of tokens.
However, Figure 6b demonstrates that integrating self-reflection
with prompt caching can being up to 28% reduction in cost when
sampling over 3 rounds of reflection.

This method allows for more cost effective, linear scaling of
self-reflection where only the incremental cost of additional output
tokens is expensed with each round of reflection. For practitioners,
it implies that leveraging self-reflection techniques can be more
valuable with the LLMs and model providers that support prompt
caching, as it offsets a significant part of additional costs on re-
flection rounds. We see potential for these techniques to grow in
impact as more model providers enable improved prompt caching
mechanisms in the future.

6 Use Case Study: Marketing Content
Localization at Lounge by Zalando

To demonstrate the practical application of our findings in an in-
dustry setting, we evaluate self-reflection on a real-world dataset
of marketing content localization provided by Lounge by Zalando.
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Table 1: Impact of Feedback Mechanisms on Self-Reflection

No feedback LLM judge feedback SQL execution feedbackModel 1 round 3 rounds 1 round 3 rounds 1 round 3 rounds
Amazon Nova Premier 72.58 74.98 73.97 72.58 73.74 71.14
Amazon Nova Pro 71.75 73.67 71.71 66.96 68.62 73.50
Amazon Nova Lite 75.41 73.05 79.57 74.02 72.63 72.83
Amazon Nova Micro 70.73 72.14 77.34 75.77 73.15 70.41
Claude Sonnet 3.7 70.78 72.69 70.82 66.78 67.20 73.32
Claude Sonnet 3.5 v2 65.71 64.99 67.28 65.43 67.22 67.33
Claude Haiku 3.5 67.09 66.36 68.16 68.64 68.56 72.58

This case study serves to validate our benchmark results and pro-
vide actionable insights for similar production deployments.

Zalando is an online multi-brand fashion destination with more
than 52 million active customers. Lounge by Zalando represents
a shopping club, where customers can browse through a curated
selection of fashion products. One of the critical business tasks at
Lounge By Zalando is localizing the marketing content for different
European markets, including different channels such as newsletters,
push notifications, and display. In addition to translating the content
to a local language, localization includes adjusting the content to
follow local tonality and style guides developed by Zalando (e.g.
using formal or informal pronouns when referring to a customer),
adhering to local regulations and legal terminology (e.g. use correct
terms for different sales types), and ensuring consistent brand voice.

To reduce the time spent on localization and increase the speed
to market, Lounge by Zalando partnered with AWS to build a gen-
erative AI powered localization tool that incorporates Zalando’s
tonality guides and supports 17 European languages. This paper
uses data from one of the marketing campaigns to test performance
of self-reflection. The dataset consists of 102 marketing content
examples, including email newsletter items and push notification
texts in English. We also have ground truth localized versions pro-
duced by copywriters for threemarkets: Germany, France and Spain.
Example English items from the campaign are illustrated below:

• Let your style speak for itself! Shop in-style brands now
• Hard to dress to impress on a budget? Not with these styles
• Seasons change but style stays

Based on our findings in Section 4, we select the most promising
inference configurations for this task and compare a setting with
no self-reflection to a single self-reflection round. We also leverage
a feedback mechanism, where LLM-as-a-judge produces an eval-
uation report that analyses the generated localization against the
tonality guidelines using multiple evaluation criteria developed by
Zalando and suggests possible revisions as context for the second-
round LLM call. We fix the base model to Claude 3.5 Sonnet, as it
demonstrated the best performance in the no-reflection localization
setting in our preliminary experiments.

To evaluate the localization quality, we use three metrics:
• BLEU score comparing the generated and ground truth lo-
calizations averaged across the dataset;

• METEOR score comparing the generated and ground truth
localizations averaged across the dataset;

• LLM-as-a-judge score. The judge picks the best localization
out of the generated and ground truth versions, without
knowing which is which. The metric is then aggregated
across the dataset to calculate the share of examples where
the judge prefers the generated version or indicates a tie.
Here, we use Claude 3.5 Sonnet as a judge.

Table 2 illustrates the localization results on three markets. Con-
sidering the LLM-as-a-judge metric, we see that self-reflection im-
proves the localization quality on all languages, with the strongest
gains observed for German. Here, the number of cases where the
generated localization is better than or the same quality as the
human translation increases from 38% to 47%. On French and Span-
ish markets, the no-reflection version already demonstrates better
performance with 61% and 49%, correspondingly, which diminishes
the observed gains from self-reflection.

Considering the text similarity metrics BLEU and METEOR, we
observe mixed results with consistent improvements from self-
reflection on the Germanmarket, its negative impact on localization
quality on the French market and similar performance with and
without reflection on the Spanishmarket. It is important to note that
manual inspection of selected localizations indicated that LLM-as-a-
judge provides a more reliable quality measure, as similarity metrics
do not incorporate the tonality guidelines and do not account for
multiple accepted alternatives of formulating a sentence.

Overall, the results indicate it is valuable to employ self-reflection
on markets with more challenging localization rules (such as Ger-
man), whereas using it on markets where the base model already
achieves high quality provides minimal quality gains that may not
justify the additional LLM cost. While this confirms some of the
findings from Sections 4 and 5, it also emphasizes the importance
of testing self-reflection performance on a specific dataset, as the
gains may vary significantly depending on the use case.

7 Conclusion
This paper presents a systematic analysis of inference optimization
techniques such as self-reflection and budget tuning across differ-
ent domains, base models, and reflection parameters. We derive
Pareto frontiers in accuracy-latency space and provide actionable
recommendations to practitioners regarding suitable inference op-
timization methods for real-world applications.

Our results reveal no universally dominant inference strategy,
with both the magnitude and direction of performance impacts
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Table 2: Self-Reflection Performance on Real-World Marketing Content Localization Task

No reflection Self-reflection with LLM judge feedbackLanguage BLEU METEOR LLM judge score BLEU METEOR LLM judge score
German 0.32 0.61 0.38 0.33 0.62 0.47
French 0.16 0.47 0.61 0.14 0.42 0.62
Spanish 0.29 0.61 0.49 0.29 0.59 0.50

varying significantly across tasks. Self-reflection consistently im-
proves performance in math (with gains up to 220%) and sentiment
analysis, while showing mixed or negative effects in translation and
text-to-SQL generation. This domain-specific variability highlights
the importance of empirical evaluation before deploying inference
optimization techniques in production.

Several key patterns emerge from our analysis: (i) smaller models
often benefit more dramatically from reflection than larger ones;
(ii) a single reflection round frequently captures most potential
performance benefits; (iii) in several cases, smaller models with
reflection outperform larger models without it, offering potential
cost savings; and (iv) Claude’s built-in reasoning sometimes under-
performs compared to manual self-reflection techniques despite its
specialized design, and results in higher additional cost as it does
not benefit from prompt caching.

For practitioners, these findings suggest task-specific optimiza-
tion strategies. For math, self-reflection is highly recommended,
with Amazon Nova Micro offering an excellent cost-performance
balance. For text-to-SQL, AmazonNova generally outperformClaude
variants, with minimal reflection recommended. For sentiment anal-
ysis, most models benefit from reflection, though gains may not
justify increased costs. For translation, Claude generally benefits
from reflection while Amazon Nova performs better without it. The
case study on real-world marketing content localization data con-
firms that self-reflection gains with Claude models may be higher
on the tasks that are more challenging.

In future work, we aim to conduct a deeper interpretative analy-
sis of the budget tuning methods, including providing transition
analysis of the generated thinking tokens. We also wish to expand
our analysis outside of the Amazon Nova and Anthropic Claude
model families to understand the influence of inference-time com-
pute techniques on other leading model providers. We would also
want to understand the benefits of combining complimentary tech-
niques from inference-time compute such as parallel sampling,
best-of-N majority voting and others. Another promising direction
involves exploring reasoning paradigms that reduce overall token
usage while preserving accuracy, such as conversation summarisa-
tion techniques or encouraging compressed responses, which may
also help eliminate redundancy.

Finally, given the diversity of results we have observed across
different tasks and domains, we would be interested in exploring
approaches to automatically select an optimal inference configu-
ration for a given pairing of model and prompt. The patterns that
we have presented across model families show that there is a rich
space of optimal configurations per model.

(a) Latency (seconds) Trade-off for Prompt Caching and Self-reflection

(b) Cost Trade-off for Prompt Caching and Self-reflection. The percent-
age difference is calculated as the difference inmean cost across repeats.

Figure 6: PromptCaching cost ($) and latency trad-eoff results
for a sampled Text-to-SQL prompt, repeated over 3 distinct
rounds of generation with the mean and variance shown as
𝜇 ± 𝜎
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Appendix
A. Prompt Templates
This Appendix provides prompt templates used for each of the
four predictions tasks considered in the paper. We also provide the
prompt templates for the LLM-as-judge feedback mechanism and
for the self-reflection iterations.
A.1. Prediction Tasks

Flores-200

Translate the following text into {language}. Please output
only the translated text with no prefix or introduction and
put in in <translation></translation> XML tags.
Text to be translated: {source}

Math500

What is the answer to the following math problem: {prob-
lem}. Make sure to always state your final answer in <an-
swer> </answer> tags.

Spider

You are a data scientist sqlite expert. Your job is to take
user questions and translate them into SQL queries. For
reference, today’s date is 16/04/2025.
{table_name_and_schema}
<instruction> Only fetch the relevant columns for example
partition is not generally required. </instruction>
The user question is provided inside <ques-
tion></question> XML tags. Aim to generate a valid sqlite
query for the user question using the table above. Always
provide your thinking in <reasoning></reasoning> tags
and then output the SQL statement in <SQL></SQL> tags.
Here is the question:{question}

IMDB Reviews

Read the following movie review. Classify the review sen-
timent as either positive or negative. Do not add any
other words. Please output only the sentiment in <sen-
timent></sentiment> XML tags. Review to be classified:
{review}

A.2. Self-Reflections and Feedback Mechanisms

Self-Reflection

Please reiterate your answer by thinking step by step, mak-
ing sure to state your answer at the end of the response.
{feedback_mechanism_output}
As a reminder, the original question is {first_user_message}

LLM-as-a-Judge Feedback

You are evaluating the accuracy of a response to a question.
Review the following context containing both a question
and answer.
For your evaluation:

• Determine if the answer is factually correct and
fully addresses the question

• Make a binary judgment: CORRECT or INCOR-
RECT

• Provide a brief justification (1-2 sentences)
• If you don’t have enough information to make a
judgment, say so

User question: {user_query}
Provided response: {context}

B. Extended Results
This Appendix provides extended empirical results, including the
plots depicting the impact of number of self-reflection rounds on the
LLM accuracy, as well as additional Sankey diagrams revealing the
transition dynamics during the self-reflection rounds on Math500.
B.1. Impact of the Number of Reflections on Accuracy

(a) Math500, Reflection Impact

(b) Text-to-SQL (Spider), Reflection Impact

Figure 7: Number of Reflections (Math500 and Spider)
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(a) Translation, Reflection Impact

(b) Sentiment Classification, Reflection Impact

Figure 8: Number of Reflections (Flores-200 and IMDB)

B2. Self-Reflection Transitions The Sankey diagrams (Fig-
ure 9 a-e) provide detailed visualisation of reflection pathways
for additional models beyond Claude Sonnet 3.5 v2 and Amazon
Nova Micro discussed in the main text. These diagrams reveal con-
sistent patterns across model families while highlighting unique
characteristics. Models with varying initial accuracy (34%-70%) all
demonstrate perfect retention of correct answers through subse-
quent reflection stages; a pattern consistent across all tested LLMs.
For models with moderate initial performance (46%-50%), we ob-
serve that the first reflection stage provides the most substantial
correction opportunity, with 42.9%-67% of initially incorrect re-
sponses remaining incorrect after Reflection 0, while subsequent
reflections yieldminimal improvements. Thismirrors AmazonNova
Micro’s behavior described in the main text. In contrast, models
with higher initial accuracy (70%) show more nuanced improve-
ment patterns, with 13.3% of initially incorrect responses being
corrected at Reflection 0 and accuracy stabilising at 74%—similar
to Claude Sonnet 3.5’s incremental improvement pattern. These
findings reinforce our main conclusion that smaller models primar-
ily benefit from initial self-correction, while more capable models
can leverage both strong foundational performance and iterative
improvement through extended reflection processes.

(a) Math500, Amazon Nova Premier Reflection Transitions

(b) Math500, Amazon Nova Pro Reflection Transitions

(c) Math500, Amazon Nova Lite Reflection Transitions

(d) Math500, Anthropic Claude 3.5 Haiku Reflection Transitions

(e) Math500, Anthropic Claude 3.7 Sonnet Reflection Transitions

Figure 9: Reflections Transitions (Math500)
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